1. Abstract

This document describes the functions and usage of UARTi special mode 1 to provide \( \text{I}^2\text{C} \)-bus interface using the M16C Family and R8C Family serial interface (UARTi) special mode 1 (\( \text{I}^2\text{C} \) mode).

2. Introduction

The application example described in this document applies to the following microcomputers (MCUs):

- MCUs: M16C Family, R8C Family

In this document, "i" (e.g. UARTi, UiMR register) indicates the number of serial interface channels available in special mode 1. The number of UARTi channels that can be used in special mode 1 is dependent on the MCU. Refer to individual hardware manuals for details.

The simplified \( \text{I}^2\text{C} \) bus communication is enabled by controlling additional functions for \( \text{I}^2\text{C} \) bus communication added to the UARTi clock synchronous circuit for \( \text{I}^2\text{C} \) bus interface using UARTi special mode 1. The \( \text{I}^2\text{C} \) bus interface using UARTi special mode 1 has more limitations for software processing time and timing than the \( \text{I}^2\text{C} \) bus interface hardware module. Careful verification and evaluation of your system are recommended, including the interaction between the \( \text{I}^2\text{C} \) bus communication program and programs other than the \( \text{I}^2\text{C} \) bus communication program.
Quick Reference by Title
Refer to the corresponding master or slave column depending on use.

<table>
<thead>
<tr>
<th>Title</th>
<th>Master Transmitter</th>
<th>Master Receiver</th>
<th>Slave Transmitter</th>
<th>Slave Receiver</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. Initialization</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3.1 I2C Mode Setting</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.2 SCL Clock Generation</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3.2.1 SCL Clock in Master Mode</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>3.2.2 SCL Clock in Slave Mode</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.2.3 Counting SCL Clock</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.2.4 SCL Clock Frequency</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>3.3 Other Bits Settings</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3.3.1 IIICM2 Bit Setting (Selecting an Interrupt Source)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.3.2 STAC Bit Setting (UARTi Initialization)</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.3.3 DL2 to DL0 Bit Settings (SDA Digital Delay)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3.3.4 CSC Bit Setting (Clock Synchronization)</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>4. Condition Generation and Detection</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4.1 Condition Generation in Master Mode</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>4.2 Start Condition and Stop Condition Detection in Slave Mode</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>4.3 CKPH Bit Setting (Clock Delay)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>4.4 SCLHI Bit Setting (SCL Output Stop)</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>5. Data Transmission/Reception (Including Slave Address Transmission)</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.1 Transmitting Byte Data</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
</tr>
<tr>
<td>5.2 Byte Data Reception</td>
<td>N/A</td>
<td>Yes</td>
<td>N/A</td>
<td>Yes</td>
</tr>
<tr>
<td>5.3 SWC Bit and SWC9 Bit Settings (SCL Wait Function)</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>6. ACK and NACK Generation and Detection</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6.1 Generating ACK and NACK</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>6.2 Detecting ACK and NACK</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
</tr>
<tr>
<td>7. Interrupts</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7.1 Start and Stop Condition Interrupts</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>7.2 Receive/Transmit Interrupts</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7.2.1 Receive Interrupt</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>7.2.2 Transmit Interrupt</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>8. Notes on Using UARTi Special Mode 1 (I2C Mode)</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8.1 Setting Procedure for UiTB Register Data at Slave Transmit/Receive</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>8.2 Electrical Characteristics</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8.2.1 Low/High-level Input Voltage and Low-level Output Voltage</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>8.2.2 Set-up and Hold Time in When Detecting a Condition</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>8.2.3 Set-up and Hold Times When Generating a Condition</td>
<td>Yes</td>
<td>Yes</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>8.3 Maximum Transfer Speed Using the UiBRG Count Source</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>8.4 Function Limitations</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8.4.1 SWC2 bit in the UiSMR2 Register (SCL Wait)</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>8.4.2 SDHI bit in the UiSMR2 Register (SDA Output Disable)</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>8.4.3 Restart Condition in Slave Mode</td>
<td>N/A</td>
<td>N/A</td>
<td>Yes</td>
<td>Yes</td>
</tr>
</tbody>
</table>
3. Initialization

3.1 I²C Mode Setting

Set the IICM bit in the UiSMR register to 1 (I²C mode) and then set bits SMD2 to SMD0 in the UiMR register to 010b (I²C mode) to enter I²C mode.

3.2 SCL Clock Generation

3.2.1 SCL Clock in Master Mode

When using master mode, first set the SCL clock transfer rate. After writing data to the UiTB register, the SCL clock is output from the SCLi pin within 1.5 cycles.

3.2.2 SCL Clock in Slave Mode

When using slave mode, set the CKDIR bit in the UiMR register to 1 (external clock). This setting disables the UiBRG register. Since the UiBRG count source is used as a sampling clock of the digital delay circuit, set bits CLK1 and CLK0 in the UiC0 register (see 3.3.3 ?DL2 to DL0 Bit Settings (SDA Digital Delay)?).

3.2.3 Counting SCL Clock

Counting the SCL clock in this application note is shown in Figure 3.2.

![Figure 3.1 Internal Clock Configuration](image1)

![Figure 3.2 Counting the SCL Clock](image2)
### 3.2.4 SCL Clock Frequency

The SCL clock duty generated in I\(^2\)C mode is 50%. The low-level width of the SCL clock is 1.25 μs when the I\(^2\)C-bus setting is Fast-mode maximum SCL clock (400 kbps). This value does not satisfy the Fast-mode I\(^2\)C-bus specification (f\(_{LOW}\) = Min. 1.3 μs). Set the SCL clock to 384.6 kbps or less to satisfy the SCL clock low-level width of 1.3 μs or more.

When the clock synchronous function is enabled, there is a sampling delay of the noise filter plus 1 to 1.5 cycles of UiBRG count source. There is also a delay of the SCL clock when high is determined and the SCL clock high width is extended. Therefore, the actual SCL clock becomes slower than SCL clock transfer rate setting.

To calculate the actual SCL clock, the SCL clock rise time (t\(_R\)) also needs to be taken into consideration.

The following is an example of an SCL clock calculation.

Example of an actual SCL clock calculation at 384.6 kbps

- UiBRG count source: f\(_1\) = 20 MHz
- UiBRG register setting value: n = 26 - 1
- SCL clock rise time: t\(_R\) = 100 ns
- SCL clock fall time: t\(_F\) = 0 ns
- Noise filter width: t\(_{NF}\) = 100 ns \(^{(1)}\)
- Sampling delay: t\(_{SD}\) = 1 cycle

\[
\begin{align*}
  f_{SCL} \text{ (theoretical value)} &= f_1 / (2(n + 1)) = 20 \text{ MHz} / (2(25 + 1)) = 384.6 \text{ kbps} \\
  t_{LOW} &= 1 / (2f_{SCL} \text{ (theoretical value)}) = 1 / (2 \times 384.6 \text{ kbps}) = 1.3 \text{ ms} \\
  t_{HIGH} &= 1 / (2f_{SCL} \text{ (theoretical value)}) + t_{NF} + (t_{SD} \times 1 / f_1) \\
  &= 1 / (2 \times 384.6 \text{ kbps}) + 100 \text{ ns} + (1 \times 1 / 20 \text{ MHz}) \\
  &= 1.45 \text{ ms} \\
  f_{SCL} \text{ (actual value)} &= 1 / (t_F + t_{LOW} + t_R + t_{HIGH}) = 1 / (0 \text{ ns} + 1.3 \text{ ms} + 100 \text{ ns} + 1.45 \text{ ms}) \approx 350.8 \text{ kbps}
\end{align*}
\]

Note:
1. Maximum 200 ns.

---

![Figure 3.3 SCL Clock](image-url)

To be compatible with SCL low hold from another device, the high time count starts after high is determined.
3.3 Other Bits Settings

3.3.1 IICM2 Bit Setting (Selecting an Interrupt Source)

The IICM2 bit in the UiSMR2 register is the I2C mode interrupt source select bit. In general, set the IICM2 bit to 1 (UART transmit/receive interrupt).

3.3.2 STAC Bit Setting (UARTi Initialization)

UARTi initialization automatically initializes UARTi when a start condition is detected. Use this function in slave mode. Set the STAC bit in the UiSMR2 register to 1 to enable this function or 0 to disable it. While using the UARTi initialization function in slave mode, UARTi is automatically initialized when a start condition is detected. Therefore, an interrupt is not necessary when a start condition is detected.

When the STAC bit is 1 and a start condition is detected, the following initialization procedure is executed.

1. The transmit shift register is initialized, and the UiTB register value is transferred to a transmit shift register. Consequently, there is no need to reset data to the UiTB register when receiving data, and transfer starts with the next input clock as the first bit. As the transmit data is the same as the last data transmitted, set the ACKD bit in the UiSMR4 register to 1 (NACK) and the ACKC bit to 1 (ACK data output) to disable the transmit data from being output.

2. The receive shift register is initialized, and slave address reception starts with the next input clock as the first bit. Even if UARTi is initialized and data reception starts before the UiRB register is read, an overrun error will not occur.

3. The SWC bit in the UiSMR2 register automatically becomes 1 (enabled). Consequently, the SCL wait function is enabled and the SCLi pin becomes fixed low at the falling edge of the eighth bit of the SCL clock.
### 3.3.3 DL2 to DL0 Bit Settings (SDA Digital Delay)

When transferring data with the \( \text{I}^2\text{C}-\text{bus} \), change the data while the SCL clock is a low. If SDA is changed when the SCL clock is a high, the change is recognized as one of the corresponding conditions (see 8.2.3 ?Set-up and Hold Times When Generating a Condition?).

The SDA digital delay function delays output from the SDA\(_i\) pin. By delaying the change of the SDA, the change in data can be read while the SCL clock is low.

The SDA digital delay function is enabled by setting bits DL2 to DL0 in the UiSMR3 register to 001b to 111b, and no delay by setting them to 000b.

![Figure 3.4 SDA Output Selection by Setting Bits DL2 to DL0](image)

**Figure 3.4 SDA Output Selection by Setting Bits DL2 to DL0**

### 3.3.4 CSC Bit Setting (Clock Synchronization)

In master mode, set the CSC bit in the UiSMR2 register to 1 (enabled) to enable clock synchronization. In slave mode, set the CSC bit to 0 (disabled).

Clock synchronization enters a wait state automatically by the low hold of the SCL\(_i\) pin from another device and leaves the wait state by releasing the low hold of the SCL\(_i\) pin.

When using clock synchronization, the actual SCL clock is delayed compared despite the setting of the SCL clock. Refer to 3.2.4 ?SCL Clock Frequency? for details.

![Figure 3.5 Clock Synchronization](image)

**Figure 3.5 Clock Synchronization**
4. Condition Generation and Detection

4.1 Condition Generation in Master Mode

In master mode, start, stop and restart conditions are generated by hardware.

A start condition is generated by setting the STAREQ bit in the UiSMR4 register to 1 (start).

A stop condition is generated by setting the STPREQ bit in the UiSMR4 register to 1 (start) after the SCLi pin has been released.

A restart condition is generated by setting the RSTAREQ bit in the UiSMR4 register to 1 (start) after the SCLi pin has been released.

Bits STAREQ, STPREQ, and RSTAREQ automatically become 0 when their respective conditions are generated.

When the STSPSEL bit in the UiSMR4 register is set to 1 (start and stop conditions output), the conditions corresponding to the above bits are generated. When generating a condition, set bits STAREQ, STPREQ, and RSTAREQ to 1 before setting the STSPSEL bit to 1.

Figure 4.2 shows the Register Setting Procedures for Condition Generation.

For details on set-up and hold times when generating start and stop conditions, refer to 8.2.3 ?Set-up and Hold Times When Generating a Condition?.

![Figure 4.1 Operation Example of Bits STAREQ, RSTAREQ, STPREQ, and STSPSEL](image)

**Notes:**

1. Set to 0 or 1 by a program. However bits STAREQ, RSTAREQ, and STPREQ become 0 automatically when each of the conditions is generated.
2. When generating a start condition after a stop condition is generated, set the STSPSEL bit in the UiSMR4 register to 0, wait half an SCL clock or more, then set the STAREQ bit to 1.
Figure 4.2  Register Setting Procedures for Condition Generation

The above assumes the following:
XIN = 16 MHz, main clock divided by 1 (no division), UiBRG count source = f1

Note:
1. After a stop condition is generated, when generating the next start condition, after setting the STSPSEL bit in the UiSMR4 register to 0 and waiting at least half of an SCL clock, then set the STAREQ bit to 1.
4.2 Start Condition and Stop Condition Detection in Slave Mode

In slave mode, start and stop conditions can be detected by start and stop condition detecting interrupts. Refer to 7.1 ?Start and Stop Condition Interrupts? for details.

When detecting a start condition or stop condition, the set-up and hold times may differ from the I2C-bus specification. Refer to 8.2.2 ?Set-up and Hold Time in When Detecting a Condition? for details.

4.3 CKPH Bit Setting (Clock Delay)

Use the clock delay function in I2C mode.

The clock delay function is enabled by setting the CKPH bit in the UiSMR3 register to 1 (with clock delay). When using the clock delay function, data is transmitted twice from the receive shift register to the UiRB register.

For contents of UiRB register, refer to Figure 4.3 ?Clock Delay Function?.

In master mode, set the CKPH bit when the STSPSEL bit in the UiSMR4 is 1 (start and stop conditions output). Before generating a start condition, set the CKPH bit to 0 (no clock delay). After generating a start condition, set the CKPH bit to 1 before setting the STSPSEL bit to 0 (start and stop conditions not output). After generating a stop condition is generated, set the CKPH bit to 0 before setting the STSPSEL bit to 0.

![Figure 4.3 Clock Delay Function](image)

The above assumes the following:
- The IICM2 bit in the UiSMR2 register is 1 (UART transmit/UART receive interrupt).
- The CKPH bit in the UiSMR3 register is 1 (with clock delay).

![Figure 4.4 CKPH Bit Setting in Master Mode](image)

Note:
1. Set to 0 or 1 by a program.
4.4 SCLHI Bit Setting (SCL Output Stop)

In master mode, the SCLHI bit must be set when generating a start condition. Refer to Figure 4.2 *Register Setting Procedures for Condition Generation* for details.

In slave mode, set the SCLHI bit to 0 (disabled).
5. Data Transmission/Reception (Including Slave Address Transmission)

5.1 Transmitting Byte Data

When transmitting byte data, the SDAi pin outputs transmit data for the first to eighth bits, and it is released to receive an acknowledgement for the ninth bit.

In I2C mode, by setting the UiTB register to 9-bit data, transmit data can be output and the SDAi pin can be released. In 9-bit data, set the transmit data to bits b7 to b0 and set b8 to 1 to release the SDAi pin.

By setting the UFORM bit in the UiC0 register to 1 (MSB first) and 9-bit data to the UiTB register, transmit data is output from the SDAi pin in the following order: b7, b6, b5, b4, b3, b2, b1, b0 and b8. By setting b8 to 1, the SDAi pin becomes high-impedance for the ninth bit and an acknowledgement can be received.

---

**Figure 5.1**  UARTi Transmit Buffer Register (UiTB)

- Set to 1 to release the SDAi pin

**Figure 5.2**  Byte Data Transmission
5.2 Byte Data Reception

When receiving byte data, the SDAi pin is released for the first to eighth bits to receive data, and an acknowledgement is generated for the ninth bit. NACK is generated as an acknowledgement when the last byte data is received in master mode, or when the slave address does not match in slave mode. In all other cases, ACK is generated.

In \( \text{I}^2\text{C} \) mode, by setting 9-bit data to the UiTB register, data can be received and an acknowledgment can be generated. In 9-bit data, set FFh to bits b7 to b0 to release the SDAi pin and set bit b8 to 0 to generate ACK or 1 to generate NACK.

By setting 00FFh or 01FFh as 9-bit data to the UiTB register, the SDAi pin becomes high-impedance for the first to eighth bits, and data can be received. ACK or NACK is generated for the ninth bit depending on the setting.

The received data can be read from the UiRB register. When the clock delay function is used, data transfer to the UiRB register occurs twice and each UiRB register value is different. Refer to 4.3 ?CKPH Bit Setting (Clock Delay)? for details.

![Figure 5.3 UiTB Register Setting](image)

![Figure 5.4 Byte Data Reception](image)
### 5.3 SWC Bit and SWC9 Bit Settings (SCL Wait Function)

To secure the necessary amount of time for generating an acknowledgement or preparing data, the SCL wait function forces other devices to wait. Use the SCL wait function in slave mode.

Set the SWC bit in the UiSMR2 register to insert a wait for acknowledgement generation. When the SWC bit is 1 (after 8 bit receive, SCLi pin low hold), the SCLi pin becomes fixed low at the falling edge of the eighth bit of the SCL clock. When the SWC bit is set to 0 (disabled), the SCLi pin is released.

Set the SWC9 bit in the UiSMR4 register to insert a wait to judge the received acknowledgement. When the CKPH bit in the UiSMR4 register is 1 (with clock delay) and the SWC9 bit is set to 1 (after 9 bit receive, SCLi pin low hold), the SCLi pin becomes fixed low at the falling edge of the ninth bit of the SCL clock. When the SWC9 bit is set to 0 (SCL low hold disabled), the SCLi pin is released.

Refer to 7.2 ?Receive/Transmit Interrupts? for details on transmit and receive interrupt timing.

![Figure 5.5 SCL Wait Function](image_url)

The above assumes the following:
- The CKPH bit in the UiSMR3 register is 1 (with clock delay).
6. ACK and NACK Generation and Detection

6.1 Generating ACK and NACK

When receiving data that includes a slave address, the receiver generates an acknowledgement at the ninth bit.

An acknowledgement is generated by setting bits ACKD and ACKC in the UiSMR4 register. When the ACKC bit set to 1 (ACK data output), the UiTB register setting is not output and the ACKD bit setting is output. When the ACKD bit is 0 (ACK), the SDAi pin outputs a low. When the ACKD bit is 1 (NACK), the SDAi pin becomes high-impedance.

If ACK and NACK are generated after data reception, ACK is generated when the ACKD bit set to 0 and the ACKD bit set to 1 at the falling edge of the eighth bit of the SCL clock. NACK is generated when the ACKD bit set to 1 and the ACKC bit set to 1. Set ACKC bit set to 0 (serial interface data output) at the falling edge of the ninth bit of the SCL clock (see Figure 6.1 ?ACKC Bit and ACKD Bit Settings?).

When ACK or NACK is determined before data receive starting time, acknowledge is generated by the UiTB register set to 00FFh (ACK) or 01FFh (NACK) (see 5.2 ?Byte Data Reception?). At this point, set the ACKC bit to 0.

In slave mode, ACK or NACK is generated according slave address matching, in the receive interrupt handler, set the ACKD bit to 0 or 1 and the ACKC bit to 1 (see 7.2 ?Receive/Transmit Interrupts?).

![Figure 6.1 ACKC Bit and ACKD Bit Settings](image)

6.2 Detecting ACK and NACK

When transmitting data that includes a slave address, the transmitter receives an acknowledgement at the ninth bit.

In the transmit interrupt handler, read b8 in the UiRB register to determine the received acknowledgement (see 5.1 ?Transmitting Byte Data?).
7. Interrupts

7.1 Start and Stop Condition Interrupts

The interrupt request generation timing of the start condition interrupt depends on the setting of the STSPSEL bit in the UiSMR4 register.

When the STSPSEL bit is 0 (start and stop conditions not output), an interrupt request is generated when a start condition or stop condition is detected.

When the STSPSEL bit is 1 (start and stop conditions output), an interrupt request is generated when a start condition is generated or a stop condition is detected.

In master mode, set the STSPSEL bit to 0 in the start and stop condition generation interrupt handler.

The BBS bit in the UiSMR register is changed to 1 (start condition detected) at the falling edge of SDA in a start condition. The BBS bit is changed to 0 (stop condition detected) at the rising edge of SDA in a stop condition. When an interrupt request is generated, read the BBS bit and execute start condition or stop condition processing.

While in slave mode and while using the UARTi initialization function, UARTi is automatically initialized when a start condition is detected, so an interrupt is not necessary when detecting a start condition (see 3.3.2 STAC Bit Setting (UARTi Initialization)).

![Diagram of Start and Stop Condition Interrupts]

**Figure 7.1 Start and Stop Condition Interrupts**

Note:
1. Set to 0 or 1 by a program.
### 7.2 Receive/Transmit Interrupts

Figure 7.2 shows the Receive/Transmit Interrupt Timing.

![Figure 7.2 Receive/Transmit Interrupt Timing](image)

The above assumes the following:
- The CKPH bit in the USMR3 register is 1 (with clock delay).

---

**Figure 7.2** Receive/Transmit Interrupt Timing
7.2.1 Receive Interrupt

A receive interrupt is generated at the falling edge of the eighth bit of the SCL clock. When the CKPH bit in the UiSMR3 register is 1 (with clock delay), by reading the UiRB register in the receive interrupt handler, the bit position of the received data is changed (see Figure 4.3 Clock Delay Function?).

Examples of receive interrupt handling are below. Additional processing can be added as needed.

Slave transmission and reception
(1) First byte (slave address)
   • Read the slave address.
     When slave address is matched
     • Generate ACK (ACKD is 0, ACKC is 1).
     • Fix SCL low after receiving 9 bits (SWC9 is 1). Release SCL after receiving 8 bits (SWC is 0).

     When slave address does not match
     • Generate NACK (ACKD is 1, ACKC is 1)
     • Receive and transmit interrupts disabled.
     • Start condition and stop condition interrupts enabled.
     • SCL low hold disabled after receiving 9 bits (SWC9 is 0). Release SCL after receiving 8 bits (SWC is 0).

7.2.2 Transmit Interrupt

In I²C mode, set the UiIRS bit in the UiC1 register to 1 (UARTi transmit interrupt source is transmission completed (TXEPT is 1)).

When the CKPH bit in the UiSMR3 register is 1 (with clock delay), a transmit interrupt is generated at the falling edge of the ninth bit of the SCL clock.

Examples of transfer interrupt handling are below. Additional processing can be added as needed.

Master transmission
(1) First byte (slave address)
   • Read ACK and NACK (check slave address matching).
   • Set second byte transmit data (when ACK).
   • Generate a stop condition or restart condition (when NACK).

(2) From second byte on
   • Read ACK and NACK.
   • Set next byte transmit data (when ACK).
   • Generate a stop condition or restart condition (when NACK, restart, or last byte).
**Master reception**

(1) First byte (slave address)
- Read ACK and NACK (check slave address matching).
- Set second byte of ACK data (when ACK) (prepare for next reception).
- Generate a stop condition or restart condition (when NACK).

(2) From second byte on
- Set next byte of ACK data (prepare for next reception).

(3) (Last byte - 1) byte
- Set next byte of NACK data (prepare for next reception).

(4) Last byte
- Generate a stop condition or restart condition.

**Slave transmission**

(1) First byte (slave address)
- Disable ACK data output set by the receive interrupt handling (ACKC is 0).
- Set the second byte of transmit data.
- Immediately after disabling SCL low hold (SWC9 bit is 0), enable the SCL low hold (SWC9 bit is 1) after receiving 9 bits from the second byte.

(2) From the second byte on
- Read ACK and NACK.
- Set the next byte of the transfer data (when ACK).
- Immediately after disabling SCL low hold (SWC9 bit is 0), enable the SCL low hold (SWC9 bit is 1) after receiving 9 bits from the next byte.

**Slave reception**

(1) First byte (slave address)
- Disable ACK data output set by the receive interrupt handling (ACKC is 0).
- Set the second byte of ACK data (prepare for next reception).
- Immediately after disabling SCL low hold (SWC9 bit is 0), enable the SCL low hold (SWC9 bit is 1) after receiving 9 bits from the second byte.

(2) From second byte on
- Set the next byte of ACK data (prepare for next reception).
- Immediately after disabling SCL low hold (SWC9 bit is 0), enable the SCL low hold (SWC9 bit is 1) after receiving 9 bits from the next byte.
8. Notes on Using UARTi Special Mode 1 (I2C Mode)

8.1 Setting Procedure for UiTB Register Data at Slave Transmit/Receive

Write data to the UiTB register at slave transmit/receive according to the following procedure.

- When receiving the first byte data (slave address):
  1. Write the second byte data to the UiTB register in the receive interrupt handling.
  2. Write the third byte data to the UiTB register in the transmit interrupt handling.
- When receiving the second byte data onwards
  Each time a transmit interrupt handling occurs, write 1-byte data sequentially to the UiTB register starting with the fourth byte.

8.2 Electrical Characteristics

The electrical characteristic of the M16C Family and R8C Family and the I2C-bus electrical specifications differ.

8.2.1 Low/High-level Input Voltage and Low-level Output Voltage

The low-level input voltage, high-level input voltage, and low-level output voltage may differ from the I2C-bus specification.

Each MCU Series' electrical characteristics differ. Refer to individual hardware manuals for details.

M16C/62P Group

When \( V_{CC} = 2.7 \) to 5.5 V

- High level input voltage \( (V_{IH}) = \text{min. 0.8 } V_{CC} \) (guaranteed value)
- Low level input voltage \( (V_{IL}) = \text{max. 0.2 } V_{CC} \) (guaranteed value)

When \( V_{CC} = 5 \) V and \( I_{OL} = 5 \) mA

- Low level output voltage \( (V_{OL}) = \text{max. 2.0 } V_{CC} \) (guaranteed value)

I2C-bus specification

- High level input voltage \( (V_{IH}) = \text{min. 0.7 } V_{CC} \)
- Low level input voltage \( (V_{IL}) = \text{max. 0.3 } V_{CC} \)

When \( I_{OL} = 6 \) mA

- Low level output voltage \( (V_{OL}) = \text{max. 0.6 } V \)
8.2.2 Set-up and Hold Time in When Detecting a Condition

In slave mode, set-up and hold times in the start and stop condition detection may differ from the I²C-bus specification.

In the I²C-bus specification, Fast-mode set-up and hold times in the start and stop condition are a minimum of 600 ns (minimum of 4.0 µs in Standard-mode). In contrast, the set-up and hold times of the M16C Family are a minimum of six cycles of the UiBRG count source (the cycle count depends on the MCU type).

In Fast-mode, the minimum time is 600 ns and is within the I²C-bus specification when using the UiBRG count source operated at 10 MHz, but it becomes out of spec when operated at less than 10 MHz.

In Standard-mode, the minimum time is 4.0 µs and is within the I²C-bus specification when using the UiBRG count source operated at 1.5 MHz, but it becomes out of spec when operated at less than 1.5 MHz.

![Figure 8.1 Set-up and Hold Times When Detecting Start and Stop Conditions](image)

Note:
1. The number of cycles depends on MCU type. Refer to the hardware manual for details.
### 8.2.3 Set-up and Hold Times When Generating a Condition

When generating a start condition, the hold time ($t_{HD:STA}$) is a half cycle of the SCL clock. When generating a stop condition, the set-up time ($t_{SU:STO}$) is a half cycle of the SCL clock.

When the SDA digital delay function is enabled, delay time must be taken into consideration (see 3.3.3 ?DL2 to DL0 Bit Settings (SDA Digital Delay)?). The following shows a calculation example of hold and set-up times when generating a condition.

Calculation example when setting 100 kbps
- UiBRG count source: $f_1 = 20$ MHz
- UiBRG register setting value: $n = 100 - 1$
- SDA digital delay setting value: DL2 to DL0 are 101b (5 or 6 cycles of UiBRG count source)

\[
\begin{align*}
  f_{SCL} \text{ (theoretical value)} & = \frac{f_1}{2(n+1)} = \frac{20 \text{ MHz}}{2 \times (99 + 1)} = 100 \text{ kbps} \\
  t_{DL} & = \text{delay cycle count} / f_1 = 6 / 20 \text{ MHz} = 0.3 \mu\text{s} \\
  t_{HD:STA} \text{ (theoretical value)} & = \frac{1}{2f_{SCL} \text{ (theoretical value)}} = \frac{1}{2 \times 100 \text{ kbps}} = 5 \mu\text{s} \\
  t_{SU:STO} \text{ (theoretical value)} & = \frac{1}{2f_{SCL} \text{ (theoretical value)}} = \frac{1}{2 \times 100 \text{ kbps}} = 5 \mu\text{s} \\
  f_{HD:STA} \text{ (actual value)} & = t_{HD:STA} \text{ (theoretical value)} - t_{DL} = 5 \mu\text{s} - 0.3 \mu\text{s} = 4.7 \mu\text{s} \\
  f_{SU:STO} \text{ (actual value)} & = t_{SU:STO} \text{ (theoretical value)} - t_{DL} = 5 \mu\text{s} - 0.3 \mu\text{s} = 5.3 \mu\text{s}
\end{align*}
\]

![Figure 8.2 Set-up and Hold Times When Generating Start and Stop Conditions](image)

- $f_{SCL}$: SCL clock
- $t_{DL}$: SDA digital delay time
- $t_{HD:STA}$: Hold time when generating a start condition
- $t_{SU:STO}$: Set-up time when generating a stop condition
8.3 Maximum Transfer Speed Using the UiBRG Count Source

The time necessary to recognize the SCL clock level is dependent on the sampling frequency, with a maximum of three clock cycles of the UiBRG count source. Therefore, the maximum transfer speed of an I2C-bus connectable to the M16C Family and R8C Family is limited by the main clock frequency and speed of the UiBRG count source, which is selected by setting bits CLK1 and CLK0 in the UiC0 register. There is a possibility of bit slippage if not used with a transfer speed that meets the following conditions:

\[ \text{I2C-bus interface maximum transfer speed (Hz)} < \frac{\text{UiBRG count source (Hz)}}{3} \]

Example 1: When the source frequency is 10 MHz and f32 is selected as the UiBRG count source:
Maximum transfer speed without bit slippage (Hz) < \( \frac{10 \text{ MHz}}{32} / 3 \) = 104 kbps
In this case, the maximum transfer speed of the I2C-bus is 104 kbps.

Example 2: When the source frequency is 10 MHz and f8 is selected as the UiBRG count source:
Maximum transfer speed without bit slippage (Hz) < \( \frac{10 \text{ MHz}}{8} / 3 \) = 416 kbps
In this case, the maximum transfer speed of the I2C-bus is 400 kbps (maximum value of Fast-mode).

8.4 Function Limitations

8.4.1 SWC2 bit in the UiSMR2 Register (SCL Wait)

In general, the SWC2 bit is not needed.
When the SWC2 bit is set to 1 (low-level output), the SCLi pin can be fixed low while transmitting/receiving. When the SWC2 bit is set to 0 (transmit/receive clock), the SCLi pin is released, and an SCL clock is output.

8.4.2 SDHI bit in the UiSMR2 Register (SDA Output Disable)

In general, the SDHI bit is not needed.
In slave mode, disable SDAi pin output when the slave address does not match. In this case, the SDAi pin becomes high-impedance when the UiTB register is set to 01FFh or when using the SDA output disable function.

The SDA output disable function changes the SDAi pin to a high-impedance state. Set the SDHI bit to 1 (disabled) to enable this function. When the SDHI bit is set to 0 (enabled), the value set to the UiTB register is output from the SDAi pin.

8.4.3 Restart Condition in Slave Mode

In I2C mode, the restart condition detection in slave mode is not supported.
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**General Precautions in the Handling of MPU/MCU Products**

The following usage notes are applicable to all MPU/MCU products from Renesas. For detailed usage notes on the products covered by this manual, refer to the relevant sections of the manual. If the descriptions under General Precautions in the Handling of MPU/MCU Products and in the body of the manual differ from each other, the description in the body of the manual takes precedence.

<table>
<thead>
<tr>
<th>1. Handling of Unused Pins</th>
</tr>
</thead>
<tbody>
<tr>
<td>Handle unused pins in accord with the directions given under Handling of Unused Pins in the manual.</td>
</tr>
<tr>
<td>- The input pins of CMOS products are generally in the high-impedance state. In operation with an unused pin in the open-circuit state, extra electromagnetic noise is induced in the vicinity of LSI, an associated shoot-through current flows internally, and malfunctions occur due to the false recognition of the pin state as an input signal become possible. Unused pins should be handled as described under Handling of Unused Pins in the manual.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>2. Processing at Power-on</th>
</tr>
</thead>
<tbody>
<tr>
<td>The state of the product is undefined at the moment when power is supplied.</td>
</tr>
<tr>
<td>- The states of internal circuits in the LSI are indeterminate and the states of register settings and pins are undefined at the moment when power is supplied.</td>
</tr>
<tr>
<td>In a finished product where the reset signal is applied to the external reset pin, the states of pins are not guaranteed from the moment when power is supplied until the reset process is completed.</td>
</tr>
<tr>
<td>In a similar way, the states of pins in a product that is reset by an on-chip power-on reset function are not guaranteed from the moment when power is supplied until the power reaches the level at which resetting has been specified.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>3. Prohibition of Access to Reserved Addresses</th>
</tr>
</thead>
<tbody>
<tr>
<td>Access to reserved addresses is prohibited.</td>
</tr>
<tr>
<td>- The reserved addresses are provided for the possible future expansion of functions. Do not access these addresses; the correct operation of LSI is not guaranteed if they are accessed.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>4. Clock Signals</th>
</tr>
</thead>
<tbody>
<tr>
<td>After applying a reset, only release the reset line after the operating clock signal has become stable. When switching the clock signal during program execution, wait until the target clock signal has stabilized.</td>
</tr>
<tr>
<td>- When the clock signal is generated with an external resonator (or from an external oscillator) during a reset, ensure that the reset line is only released after full stabilization of the clock signal. Moreover, when switching to a clock signal produced with an external resonator (or by an external oscillator) while program execution is in progress, wait until the target clock signal is stable.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>5. Differences between Products</th>
</tr>
</thead>
<tbody>
<tr>
<td>Before changing from one product to another, i.e. to one with a different part number, confirm that the change will not lead to problems.</td>
</tr>
<tr>
<td>- The characteristics of MPU/MCU in the same group but having different part numbers may differ because of the differences in internal memory capacity and layout pattern. When changing to products of different part numbers, implement a system-evaluation test for each of the products.</td>
</tr>
</tbody>
</table>
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